![Image result for PES UNIVERsity LOGO](data:image/png;base64,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)

**Department of Computer Science and Engineering**

**(UG Studies)**

**PES University, Bangalore-560085**

|  |  |
| --- | --- |
| **Session :** Aug - Dec 2017  **Credits :** 0-0-2-0-1 | UE14CS405 : Machine Learning Lab |
| **Lab # :** 01 | Implement Monty Hall Paradox using large scale Random Variate generation. |

**Learning Objectives**

a. Know whether it is better to switch or stay

b. Explain why the probabilities are not equal.

**Theory:**

The Monty Hall problem is a well-known puzzle in probability derived from an American game show, Let’s Make a Deal. (The original 1960s-era show was hosted by Monty Hall, giving this puzzle its name.) Intuition leads many people to get the puzzle wrong, and when the Monty Hall problem is presented in a newspaper or discussion list, it often leads to a lengthy argument in letters-to-the-editor and on message boards.

The game is played like this:

1. The game show set has three doors. A prize such as a car or vacation is behind one door, and the other two doors hide a valueless prize called a Zonk; in most discussions of the problem, the Zonk is a goat.
2. The contestant chooses one door. We’ll assume the contestant has no inside knowledge of which door holds the prize, so the contestant will just make a random choice.
3. The smiling host Monty Hall opens one of the other doors, always choosing one that shows a goat, and always offers the contestant a chance to switch their choice to the remaining unopened door.
4. The contestant either chooses to switch doors, or opts to stick with the first choice.
5. Monty calls for the remaining two doors to open, and the contestant wins whatever is behind their chosen door.

Let’s say a hypothetical contestant chooses door #2. Monty might then open door #1 and offer the chance to switch to door #3. The contestant switches to door #3, and then we see if the prize is behind #3.

The puzzle is: what is the best strategy for the contestant? Does switching increase the chance of winning the car, decrease it, or make no difference?

The best strategy is to make the switch. It’s possible to analyze the situation and figure this out, but instead we’ll tackle it by simulating thousands of games and measuring how often each strategy ends up winning.

**Approach**

Simulating one run of the game is straightforward. A simulate() function that uses Python’s random module to pick which door hides the prize, the contestant’s initial choice, and which doors Monty chooses to open has to be written. An input parameter controls whether the contestant chooses to switch, and simulate() will then return a Boolean telling whether the contestant’s final choice was the winning door.

Part of the reason the problem fools so many people is that in the three-door case the probabilities involved are 1/3 and 1/2, and it’s easy to get confused about which probability is relevant. Considering the same game with many more doors makes reasoning about the problem much clearer, so the number of doors is made as a configurable parameter of the simulation script.

**CODE**

#!/usr/bin/env python3

"""Simulate the Monty Hall problem.

"""

import argparse, random

def simulate(num\_doors, switch, steps):

"""(int, bool): bool

Carry out the game for one contestant. If 'switch' is True,

the contestant will switch their chosen door when offered the chance.

Returns a Boolean value telling whether the simulated contestant won.

"""

# Doors are numbered from 0 up to num\_doors-1 (inclusive).

# Randomly choose the door hiding the prize.

winning\_door = random.randint(0, num\_doors-1)

if steps:

print('Prize is behind door {}'.format(winning\_door+1))

# The contestant picks a random door, too.

choice = random.randint(0, num\_doors-1)

if steps:

print('Contestant chooses door {}'.format(choice+1))

# The host opens all but two doors.

closed\_doors = list(range(num\_doors))

while len(closed\_doors) > 2:

# Randomly choose a door to open.

door\_to\_remove = random.choice(closed\_doors)

# The host will never open the winning door, or the door

# chosen by the contestant.

if door\_to\_remove == winning\_door or door\_to\_remove == choice:

continue

# Remove the door from the list of closed doors.

closed\_doors.remove(door\_to\_remove)

if steps:

print('Host opens door {}'.format(door\_to\_remove+1))

# Does the contestant want to switch their choice?

if switch:

if steps:

print('Contestant switches from door {} '.format(choice+1), end='')

# There are two closed doors left. The contestant will never

# choose the same door, so we'll remove that door as a choice.

available\_doors = list(closed\_doors) # Make a copy of the list.

available\_doors.remove(choice)

# Change choice to the only door available.

choice = available\_doors.pop()

if steps:

print('to {}'.format(choice+1))

# Did the contestant win?

won = (choice == winning\_door)

if steps:

if won:

print('Contestant WON', end='\n\n')

else:

print('Contestant LOST', end='\n\n')

return won

def main():

# Get command-line arguments

parser = argparse.ArgumentParser(

description='simulate the Monty Hall problem')

parser.add\_argument('--doors', default=3, type=int, metavar='int',

help='number of doors offered to the contestant')

parser.add\_argument('--trials', default=10000, type=int, metavar='int',

help='number of trials to perform')

parser.add\_argument('--steps', default=False, action='store\_true',

help='display the results of each trial')

args = parser.parse\_args()

print('Simulating {} trials...'.format(args.trials))

# Carry out the trials

winning\_non\_switchers = 0

winning\_switchers = 0

for i in range(args.trials):

# First, do a trial where the contestant never switches.

won = simulate(args.doors, switch=False, steps=args.steps)

if won:

winning\_non\_switchers += 1

# Next, try one where the contestant switches.

won = simulate(args.doors, switch=True, steps=args.steps)

if won:

winning\_switchers += 1

print(' Switching won {0:5} times out of {1} ({2}% of the time)'.format(

winning\_switchers, args.trials,

(winning\_switchers / args.trials \* 100 ) ))

print('Not switching won {0:5} times out of {1} ({2}% of the time)'.format(

winning\_non\_switchers, args.trials,

(winning\_non\_switchers / args.trials \* 100 ) ))

if \_\_name\_\_ == '\_\_main\_\_':

main()

**Code Discussion**

The command-line arguments are parsed using the argparse module, and the resulting values are passed into the simulate() function.

When there are num\_doors doors, simulate() numbers the doors from 0 up to num\_doors-1. random.randint(a, b)() picks a random integer from the range a to b, possibly choosing one of the endpoints, so here we use random.randint(0, num\_doors-1)().

To figure out which doors the host will open, the code makes a list of the currently closed doors, initially containing all the integers from 0 to num\_doors-1. Then the code loops, picking a random door from the list to open. By our description of the problem, Monty will never open the contestant’s door or the one hiding the prize, so the loop excludes those two doors and picks a different door. The loop continues until only two doors remain, so Monty will always open num\_doors-2 doors.

To implement the contestant’s switching strategy, we take the list of closed doors, which is now 2 elements long, and remove the contestant’s current choice. The remaining element is therefore the door they’re switching to.

**To Do by the Students:**

1. Understand the code, Run the python code and analyze the output

2. Increase the number of doors and check the results(you can pass in command line )

3. suuply doors=100 trials=1000 and compare the results with previous results

4. supply doors=10 and trails=4 and print the step by step results of output

5. How will you assert that always two doors are remaining

6. check what happens when number of doors are less than 2

7. Write assertion for conditions when winning door and choice are illegal

**Learning outcome:**

Random generation of possible inputs

usage of pseudo random number genarators

Monte Carlo simulation

Building probability model

Conditional probability